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Abstract—Software Crowdsourcing (SW CS) is an 

emerging area in Software Engineering (SE). It has a dynamic 
nature in which problems are opened up to crowds of people 
through an open call to solve problems with the incentive of 
prizes for the best solutions. Although SW CS has been 
increasingly adopted in the software industry, many open 
issues are still to be elucidated. For instance, collaboration 
aspects are one of those issues. They impact communication 
and coordination practices. This study aims to identify 
barriers to collaboration in SW CS and communication 
practices that might help overcome these barriers. We 
identified the barriers and practices from a qualitative data 
analysis study considering an available literature review 
report. Our study contributes to the SE area by providing 
insights for researchers, tool designers, and managers that 
might help them to better understand collaboration issues and 
proposed solutions to solve them. 

Keywords – Software Engineering; Crowdsourcing; 
Collaboration; Communication; Practice; Issue; Barrier. 

I. INTRODUCTION 
 The Crowdsourcing (CS) phenomenon emerged from 
new collaboration technologies such as social media and 
Web 2.0 [1, 2]. This term is coined by Howe and Robison 
[2] and it is part of concepts such as mass collaboration, 
open collaboration, and collective intelligence. This new 
form of work in which ‘crowds’ of people can collaborate 
and complete a software task (e.g., coding, testing) is an 
alternative to software organizations. While the overall 
impact has been mundane until now, SW CS has the 
potential to and will impose disruptive changes in how 
software will be developed in the next years [8, 9].  

 SW CS is the engagement of a global pool of online 
workers who can be tapped on-demand in order to contribute 
to various types of software development tasks [12, 13, 14]. 
The CS process is mediated by platforms that connect 
requesters with online workers. The platform allows the 
requester to spread tasks to workers who volunteer to solve 
them motivated by compensation (e.g. monetary, prestige).  

In SW CS, the platform has a relevant importance 
providing directions for the management and the 
coordination of processes and people in both technical and 
business levels [11, 13]. The platform also allows requesters 
to find out talents beyond their boundaries and take 
advantages of cost, time, quality, and expertise [8, 12, 13]. 

A recent study by Ågerfalk et al. [10] reports challenges 
in SW CS. Communication and collaboration among the 
crowd members are cited as open issues that lead to repeated 
occurrences of poor management practices in SW CS [11]. 
By building collaboration into a model that is based on 
competition, communication, coordination, and cooperation 
related to problems are likely to emerge [6, 15]. 

In this study, we look back to literature to identify 
barriers to collaboration and communication practices to 
solve them. We investigate the current state of collaboration 
and the underlying difficulties as well as the communication 
practices used to support them in SW CS platforms. Our 
results can potentially advance the theoretical foundation 
into the latent characteristics that affect collaborative 
relations in SW CS. In our qualitative analysis of literature, 
we found 36 collaboration barriers and 30 communication 
practices. Practices were associated to barriers in order to 
investigate the relationship between them.   

II. RESEARCH METHOD  
 We conducted a qualitative mapping analysis in an 
already consolidated literature review report about SW CS to 
identify empirically-based evidences of barriers to 
collaboration in such context and communication practices 
that might be of help to reduce them. Our goal here was first 
to extract a list of barriers to collaboration followed by a set 
of communication practices and then propose an association 
between the lists.   

 For this study, we reviewed 241 papers. A data 
repository built by Mao et al. [20] was adopted to identify 
relevant papers. The database includes papers from diverse 
categories (e.g., peer-reviewed conference papers, journal 
articles, technical reports, thesis) published between January 
2006 and May 2015. This repository is publicly available 
online1. We extracted 229 papers from this repository that fit 
our search criteria, which were: collaboration challenges or 
issues, communication practices, and empirical work. We 
also updated the dataset by including 10 new papers 
published from May 2015 to January 2016, which were not 
listed on the Mao et al. repository. We manually searched 
well-known databases such as IEEEXplore Digital Library, 

                                                           
1 http://crowddev.kemao.uk/cse_repository 
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ACM Digital Library, Springer Link Online Library, 
Elsevier ScienceDirect, and Google Scholar.  

 For each selected paper, one of the authors read the entire 
paper and extracted any barrier to collaboration or any 
communication practice cited in the respective study. We 
used a spreadsheet to catalogue the extracted data. Once we 
finished data extraction, we peer reviewed the results by 
selecting a sample and having one of the authors redoing the 
data analysis. Discrepancies were discussed between the 2 
authors and resolved with the help of a third one. Next, 
again, one of the authors proposed the mapping between the 
collaboration barriers and the communication practices based 
on the papers selected. The mapping was then discussed 
among 3 of the authors and critically reviewed in several 
review sessions until it was considered stable.    

TABLE I.  COLLABORATION BARRIES 

ID Barriers (B) Reference 
B1 Informal communication [13,21,22,24,26,47] 
B2 Psychological issues of CS  [26, 42, 35, 6, 11] 
B3 Interaction between parties [25, 26, 18, 27]  
B4 Software process methodologies [13, 50, 51, 52] 
B5 Keeping participants motivation [29, 30, 11] 
B6 Real-time collaboration [31, 15, 32] 
B7 Plattform to support social media [43, 31, 32] 
B8 Micro-task decomposition [35, 13, 25] 
B9 Scarce context for the crowd [35, 25, 14] 
B10 Collaboration among crowd members [11, 29, 30] 
B11 Different languages [12, 23, 47] 
B12 Reputation  management in competitions [26, 29] 
B13 Technical and  privacy issues [33, 13] 

B14 Large scale collaboration with distributed 
members [11, 34] 

B15 Orchestration of virtual teams [11, 30] 
B16 Reusable software components [35, 36] 

B17 Internal collaboration between the platform 
and the requester [13, 25] 

B18 Task allocation [37, 13] 

B19 Management in asynchronous 
communication environments 

[19, 53]  
 

B20 Software development infrastructure [38] 

B21 Management of shared version control 
systems and issue trackers [11] 

B22 Information management [39] 

B23 Self- management and real time crowd 
collaboration environment [40] 

B24 Collaboration between anonymous 
participants in the crowd [41] 

B25 Competition management [42] 

B26 
Programming metaphors and infrastructures 
to support the design, and execution of 
human computation 

[44] 

B27 Commitment between involved parties [45] 

B28 Management a large amount of questions 
from the crowd during task execution period [65] 

B29 Single point of contact [13] 
B30 Documentation [13] 

B31 Reliability of remote participants and trust 
among crowd participants [48] 

B32 Reduced larger global project view [35] 
B33 Definition of the crowd’s role  [46] 
B34 Teams heterogeneity [19] 
B35 Crowd worker latency [44] 

B36 Collaboration between workers and 
employers outside the platform [40] 

III. RESULTS 
Our analysis of the data revealed 36 barriers to 

collaboration and 30 communication practices. We present 
our findings in the next sections. 

A. Collaboration Barriers 
 We extracted the barriers from the selected papers and 
ordered them based on the number of papers they are cited. 
Table I summarizes the identified list.  

B. Communication Practices 
 We identified 30 communication practices adopted in 
SW CS. Similarly to the collaboration barriers, practices 
were also ordered by the number of papers they are cited as 
presented on Table II.  

TABLE II.  COMMUNICATION PRACTICES 

ID Practices (P) Reference 

P1 Asyncronous communication for knowledge 
sharing 

[11,13,26,30,50, 
27, 28,18,16,53, 
54] 

P2 Integration of the social network to known 
participants 

[46, 18, 31, 53, 
55, 6, 40, 31] 

P3 Increasing  communication between requester 
and crowd 

[56, 35, 57, 40, 
21, 52, 11] 

P4 Group or global chat to provide tasks’ details [50,40,58,54,45, 
59] 

P5 Task coordinator to manage and answer crowd 
questions 

[13, 25, 26, 30, 
11] 

P6 Feedback channel should be robust  [40, 62, 33, 25]  
P7 Discussion boards and wikis [50, 36, 58, 27]  

P8 Collaborative software development 
infrastructure [16, 27] 

P9  Fine-grained explicit task [59, 33] 
P10 Process documentation [27, 15]  
P11 ‘In momento’ approach [59, 33] 
P12 Communication between crowd to crowd [11] 
P13 Information assurance [26] 

P14 Community-driven and decentralized to 
indirectly freely [39] 

P15 Communication tools to facilitate trainings [33] 
P16 Mobile apps [18] 

P17 Continuous communication during task 
execution period [21]  

P18 Small groups of users for code sharing outside 
of the group  [60] 

P19 Communicate  by email new available tasks and 
their feedback after a particular task be done [11] 

P20 Task dashboard for the crowd [11] 

P21 Platforms should provide communication 
mechanisms to share artifacts [11] 

P22 Transparency through activity feed/timeline [59] 

P23 Iterative workflow to improve the design 
solutions from the crowd [61] 

P24 Programming tasks by types of context [64] 

P25 Free-text responses in HITs (Human 
Intelligence Tasks) [63]  

P26 Collaboration tools  [36] 
P27 Annotations to share and track source code   [52] 
P28 Simply inspecting a code location [61] 

P29 Simply understanding of the rationale 
underlying the decisions [61] 

P30 Crowd and requesters should  know clearly the 
role and relationship of each CS element [22] 
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IV. DISCUSSION 
Our analysis focuses on their frequencies and on the 

relationship between the two variables:  collaboration issues 
and communication practices. From the frequencies analysis 
it is possible to see which barriers have been emphasized in 
past research and thus to identify gaps and possibilities for 
future research. On the other hand, the relationship mapping 
analysis allows us to identify how communication practices 
help overcome collaboration barriers in SW CS. 

We found that the greatest number of papers (6 papers) 
reports informal communication as the main challenge for 
collaboration in SW CS. It is possible to infer that the B1: 
Informal communication barrier is more frequently reported 
given that CS platforms tend to restrict the exchange of 
information between requesters and crowd [11]. Thus, it can 
impact in the frequency in which interactions occur between 
platform, requester, and crowd as corroborated by B3: 
Interaction between parties.  

The second most cited barrier B2: Psychological issues 
of CS is reported in 5 papers. Given that SW CS 
development operates on the basis of competitions [13], 
these can impose a restriction to crowd members collaborate 
with one another. However, competitions can increase 
collaboration with other communities such private sector, 
non-profit, and academic [27]. This ‘positive’ side of it has 
to be further investigated. Same as B3, B4: Software process 
methodologies is also reported in 4 papers. We have 
observed that literature describe the adoption of traditional 
software processes methodologies for SW CS [13, 25]. 
However, traditional software processes do not fully meet 
collaboration in SW CS. Besides that, for the requester 
(company) side, it is not trivial to match different 
methodologies during the SW CS initiatives with internal 
software development [46]. 

In regards to the communication practices, 6 of them are 
the most reported in the papers (P1 to P7). Other 24 practices 
are reported by only two or one study each. The greatest 
number of papers recommends P1: Asynchronous 
communication for knowledge sharing (11 papers). 
Communication is needed between the developers and the 
customer [13, 25]. In contrast, Boudreau et al. [19] discuss 
topics hindered in asynchronous communication 
environments. In an asynchronous discussion, typically 
many topics are active at the same time, long time lapses 
between communication events can lead to discontinuous 
and seemingly disjointed discussions. Other six practices 
(P2 to P7) aim to increase communication between parties. 
These practices recommend the adoption of social network, 
global chat, the election of a task coordinator, and strong 
feedback to the participants.   

The initial analysis of our findings shows the relationship 
between collaboration and communication. In real-world 
collaborations, interaction is the norm rather than the 
exception. There are many advantages to interacting groups, 
such as the ability to communicate. In order to show how 
collaboration and communication are related, we associated 
communication practices that help overcome collaboration 
difficulties in SW CS (see Table 3).  

TABLE III.  ASSOCIATION MAPPING 

ID Barriers Mitigation Practices 
B1 Informal communication [1, 2, 3, 4, 12, 20, 22] 

B2 Psychological issues of CS  [1, 2, 3, 4, 6, 12, 
11,14, 18, 28] 

B3 Interaction between parties [1,2,3,4,6,10,12,15,17] 
B4 Software process methodologies [6, 7, 12, 14, 17, 28] 
B5 Keeping participants motivation [3, 17] 
B6 Real-time collaboration [4, 6,7,16,17,21,24,29] 
B7 Plattform to support social media [2, 16, 11] 
B8 Micro-task decomposition [3, 5, 9, 10] 
B9 Scarce context for the crowd [1, 4, 5, 10, 13] 

B10 Collaboration among crowd members [1, 4, 6, 10, 12, 21, 22, 
23, 25] 

B11 Different languages [15] 

B12 Reputation  management in 
competitions [13, 18, 24, 28,29] 

B13 Technical and  privacy issues [18] 

B14 Large scale collaboration with 
distributed members [5,7,8,6,17,21,22,25] 

B15 Orchestration of virtual teams [1,14] 
B16 Reusable software components [11, 21, 26] 

B17 Internal collaboration between the 
platform and the requester [5] 

B18 Task allocation [9, 14, 17, 20, 30] 

B19 Management in asynchronous 
communication environments [3, 5, 6, 17, 19] 

B20 Software development infrastructure [8, 11, 26] 

B21 Management of shared version control 
systems and issue trackers [11, 21, 25, 26] 

B22 Information management [1, 3, 25] 

B23 Self- management and real time crowd 
collaboration environment [1, 2, 14] 

B24 Collaboration between anonymous 
participants in the crowd [1, 2, 3] 

B25 Competition management [8, 21, 24, 29] 

B26 
Programming metaphors and 
infrastructures to support the design, and 
execution of human computation 

[8, 23, 27] 

B27 Commitment between involved parties [2, 7, 12, 21]  

B28 
Management a large amount of 
questions from the crowd during task 
execution period 

[3, 5, 17, 18] 

B29 Single point of contact [3, 5, 12, 15, 17,11] 
B30 Documentation [9, 13, 21] 

B31 Reliability of remote participants and 
trust among crowd participants [1, 2, 3, 17] 

B32 Reduced larger global project view [1, 4, 5, 13] 
B33 Definition of the crowd’s role  [28] 
B34 Teams heterogeneity [2, 17] 
B35 Crowd worker latency [17] 

B36 Collaboration between workers and 
employers outside the provided system [2,19] 

   

V. LIMITATIONS 
 Our study has some limitations. First, we analyzed data 
from a data repository that was not built for us. This data 
repository presents a list of papers related to the topic 
investigated in this study. We could only remove those that 
we consider did not fit our selection criteria. To reduce this 
limitation, we conducted a pilot search to compare our 
search results with the data repository list of papers. Since 
we did not find significant discrepancy in our results when 
compared to the data repository (aside from the 10 added 
papers), we assume it covers the main publications in the 
research field. 

46



 

 Second, the findings of this study may have also been 
affected as the data extraction and data classification 
processes were based on human understanding of the data, 
which is to a certain extent subjective, such as our own 
interpretation of what a paragraph states. To reduce this 
limitation, we preliminarily agreed upon the data analysis 
process and extraction criteria and later had additional 
researchers (co-authors) reviewing a sample of the findings 
as well as we hold a few rounds of consensus meetings until 
data was considered stable and final.  

VI. CONCLUSION AND FUTURE WORK 
 SW CS demonstrates a fundamental paradigm shift in 
how software will be developing in the future. Consequently, 
this raises a number of issues as well. SW CS taps global 
inputs to work, but it also increases complexity to decide 
which development tasks are more suitable to CS, cross-task 
coordination and virtual team organization, setting target 
audience, integrating crowd’s deliverables, and ensuring 
quality of the software produced by the crowd.   

 In general, we have characterized collaboration barriers 
and communication practices in a particular domain (CW) 
and we believe that the SW CS platforms can benefit from 
our research to improve their software requirements.  

 Future research will involve gathering empirical evidence 
to assess our proposed mapping between collaboration 
barriers and communication practices to solve/reduce them.  
Also, to validate with a broader audience whether both lists 
are exhaustive. We will also focus on searching for 
commonalities and differences among barriers faced in 
different domains in order to develop models and theories 
about joining processes in SW CS communities. Researchers 
can benefit from this study by using the results to conceive 
strategies for collaboration support. By including the context 
of the SW CS and related research literature, we provide a 
starting point to conceive such support.  
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