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Abstract. Distributed Software Development (DSD) is widely adopted in the

software industry. Its adoption require highly responsive teams that can support

a product development in an environment that poses several challenges. Coding

Dojo Randori (CDR) is an collaborative software practice for training people

that offers the opportunity for developing new skills. Thus, CDR can be applied

for different contexts that includes DSD. In this paper, we present an initial

discussion about the concept, hereby called Distributed Coding Dojo Randori,

by analyzing untapped research opportunities for the area.

1. Introduction

Distributed Software Development (DSD) is a trend in the software industry. Companies

are looking for benefits such as the reduction of high travel costs, the access of a geograph-

ically skilled staff as well as the possibility to innovate and share best practices inside the

organization [Conchúir et al. 2009]. Despite that, efforts are still need for evaluating the

applicability of coding practices in distributed contexts, specially for those dealing with

agile development [Jalali and Wohlin 2010].

Coding Dojo Randori (CDR) is a collaborative practice that can be applied for

different software development contexts. It is defined as a collaborative practice where

a group of developers train and learn about some technology concept (programming lan-

guage, framework). CDR is particularly known as a technique to train agile concepts as

Test-Driven Development (TDD) [Sato et al. 2008].

CDR have been practiced in the software industry over the years

[Rooksby et al. 2014], but a little is known about this practice in DSD contexts. In

order to better understand the Distributed Coding Dojo Randori (DCDR), we present an

initial discussion about this concept and untapped research opportunities for the area.

2. Coding Dojo

A Coding Dojo is defined as a meeting where a group of programmers gets together to

learn, practice, and share experiences. There are different formats for Coding Dojo. All

of them depends on the rules that participants should follow. The main formats adopted

in the software industry are Kata and Randori.

In the Kata format, exercises are practiced in advance and then performed in front

of the audience during the meetings [Rooksby et al. 2014]. Instead of showing the fi-

nal code and tests, the presenters start from scratch, explaining each step and allow-

ing the other participants to ask questions or make suggestions. The main goal here is
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making everyone to reproduce the steps and solve the same problem after the meeting

[Sato et al. 2008].

The Randori format consists of a group of developers working together to solve

a specific task. One participant acts as the driver, another one as the navigator, and the

remaining participants are the audience that can also participate.The roles of individuals

are changed in rounds. Sato et al. [Sato et al. 2008] recommends that each round should

last from 5 to 7 minutes. At the end of a round, the driver moves to the audience, the

navigator turns into the driver and someone of the audience starts to act as a navigator

[Sato et al. 2008].

Despite Randori format is being widely practiced, in the literature there are few

studies that evaluate this technique. Sato et al. [Sato et al. 2008] presents how is the

different formats with some lessons learned about the organization of a Coding Dojo

session in industry and academy. Da Luz et al.[Da Luz et al. 2013] reports a investigation

about the learning of TDD in Randori sessions. Though the perceptions of participants,

the Randori session helped them to learn TDD.

3. Distributed Coding Dojo Randori

Since 1990 when the first research report in DSD was published [Prikladnicki et al. 2010],

studies have been providing an understanding about DSD challenges. Studies have dis-

cussed the importance of training teams for DSD [Damian et al. 2006]. Thus, CDR as

seem as an opportunity for DSD. For the purposes of this position paper, we define

“Distributed Coding Dojo Randori” as “an collaborative practice based on Coding Dojo

Randori concept applied em Distributed Software Development environments”. Figure 1

shows the research topic emerged from the union of DSD and CDR.

Figure 1. Distributed Coding Dojo Randori research topic.

There are a number of reasons that CDR makes particular sense for DSD. First, for

training distributed software teams, in particular newcomers or new hires, to introduce or

practice on a particular new concept (programming language, technique). Second, CDR

fits to agile software development context, for instance TDD. Finally, DCDR can help in

the knowledge transfer of the project among the distributed teams.

Traditional or agile development in DSD involves team members distributed in

different places, countries or even continents. Any activity within the software develop-

ment life cycle (SDLC) can be executed in DSD. Teams geographically dispersed can

work in testing, coding, designing or any activity. There are many team settings and

examples range from remote sub-teams producing specific modules of a system to teams

where different functional roles such as developer or business analysis are executed at dif-
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ferent locations [Lane and Agerfalk 2008]. Some examples where CDR could be applied

in DSD are described bellow.

Newcomers in Distributed Teams: DCDR can help new members to get introduced

in the distributed team, mainly due the close collaboration perspective that practice has.

Through the DCDR the sessions would be possible to promote a socialization among the

team as well to support the alignment and intregration among the developers.

Agile Software Development: There is a growing interest to evaluate Agile and

DSD [Jalali and Wohlin 2010]. In this context, DCDR can be applied through the team

especially to train agile techniques such as TDD and Refactoring.

Knowledge Transfer: The different levels of knowledge transfer are challenging

for DSD [da Silva et al. 2010]. DCDR can help the team to get in contact together in the

project, spreading the knowledge among the developers. DCDR can also be used to solve

impediments in the project together, distributing the knowledge between different sites

and developers.

4. Research Opportunities for DCDR

There are many research opportunities for DCDR. Here we categorize these opportunities

in three large research topics that can be spread in specific topics. Next, we present each

of them.

Context of application: CDR can be adopted in academic and industry contexts

[Sato et al. 2008]. Thus, global software education brings an opportunity to evaluate the

adoption of DCDR in courses to understand how the distributed teams work combined

with software tasks to train and learn a specific concept in programming, such as TDD.

There are some aspects that should be investigated such as the presence of a tutor, the

configuration of the courses, and also how the learning can be assessed.

With the skilled professionals distributed, DCDR can help especially in knowl-

edge transfer between the teams. In addition, DCDR can be applied to train teams in

a specific concept, technology, or just to facilitate new distributed team members to get

familiar with the project and technology used. There are challenges in adopting DCDR,

especially the number of teams members, the task complexity and also the level of expe-

rience between the professionals.

Tools to support DCDR: Tools are essential to make DCDR works. There are

opportunities to investigate which existing tools are useful to support the practice properly.

Also, we need to analyze if there are special requirements or features that need to be

develop for them, and how can we develop those.

Tools should support the rules of Randori (driver, navigator, and audience) and

provide screen sharing with text and audio channel. In this context, it is important to

assess if the infrastructure for synchronous code-collaboration with a group of participants

is feasible or not.

DSD settings and aspects: the software development distribution involves several

challenges such as coordination, culture, language, and organization of the company in

terms global development. These aspects need to be investigate in DCDR to identify how

they can impact in the dynamic of the practice.
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There is an opportunity to analyze if the rules in the Randori format should be

modified or not, for instance the participation of the audience during the session. Also,

the coordination of the session through the presence of a organizer and how can we can

support it.

5. Final Remarks

In this paper we promote an initial discussion towards the research opportunities in

DCDR. We summarize the relevant information about the topic and untapped research

opportunities for the area. As next steps, we plan to run empirical studies to contextualize

DCDR and analyzed its benefits and limitations of the practice. We are also planning

to further identify the main variables that can influence the teams training in distribute

settings.
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